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~66% of iOS 12 vulnerabilities

~72% of macOS 10.14 vulnerabilities

~60% of high severity vulnerabilities in Chrome

~90% of Android vulnerabilities
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Memory safety Not memory safety

~70% 

Memory safety is an 
industry challenge

[2,3,4,5]



Most systems software is currently written in 
unsafe languages such as C and C++

And it is easy to make a mistake 

These are great languages, but developers 
need to consciously do the safe thing



CVE-2019-1345

A portable executable (PE) parsing memory safety vulnerability[6] 

found by @j00ru that I introduced into the Windows kernel in 2016
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Exploited within 30 days of security update Not known to be exploited

Most vulnerabilities are not known to be 

exploited in the wild*

If a vulnerability is exploited, it is most likely to 

first be exploited as zero day in a targeted 

attack

Broad exploitation has become uncommon

Customer safety has meaningfully improved

Exploiting vulnerabilities has become more expensive

→ Alphabet soup of exploit mitigations, sandboxes, and other controls have increased costs

Many attackers have pivoted to alternative tactics with better ROI

→ Social engineering (phishing for credential theft, ransomware, etc)

For systems software[1] at Microsoft



we leverage tools[25,26] to help us find vulnerabilities

they do not satisfy the properties outlined earlier





The upstream & downstream costs to productivity can be significant
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Stack Corruption Heap Corruption Use After Free Type Confusion Uninitialized Use Heap OOB Read Other

#1 – heap out-of-bounds

#2 – use after free

#3 – type confusion

#4 – uninitialized use



Vulnerability 

category
Vulnerability class

Spatial safety

Heap out-of-bounds 

read/write

Stack out-of-bounds 

read/write

Global out-of-bounds 

read/write

Use gsl::span<T> and do not index 

raw pointers or perform pointer 

arithmetic on raw pointers[7]
☺   

Durable safety solution Completeness? Enforceability? Verifiability?
Developer 

friction?

Temporal safety

Heap uninitialized use

Stack uninitialized use

Always initialize members in 

constructors[9]    ☺

Use a memory allocator that 

initializes by default ☺   ☺

Always initialize members in 

constructors[9]    ☺

Always initialize local variables 

before use[8,18] ☺   ☺



Temporal safety

Heap use after free

Stack use after free

Vulnerability 

category
Vulnerability class Durable safety solution Completeness? Enforceability? Verifiability?

Developer 

friction?

Use RAII, owner<T>, 

unique_ptr<T>, and 

shared_ptr<T> instead of raw 

pointers or references to 

objects[10, 11, 12]

   

Concurrency 

safety

Memory access race 

condition
Unknown[13]    

Object lifetime and concurrency vulnerabilities are challenging to categorically eliminate



Type confusion

Illegal static down cast

Union field type 

confusion

2nd order vulnerability 

category
Vulnerability class Durable safety solution Completeness? Enforceability? Verifiability?

Developer 

friction?

Use dynamic cast or similar 

runtime verification[14,17] ☺   

Use std::variant[15] ☺   

Arithmetic errors
Integer overflow or 

underflow

Use safe integer manipulation 

libraries[16] ☺   

2nd order vulnerability classes can give rise to memory safety vulnerabilities



Observations: making unsafe code safer



C# is a wonderful language, but it is not suitable in many systems contexts



Vulnerability category Vulnerability class C# Completeness Rust Completeness

Spatial safety

Heap out-of-bounds read/write ☺ ☺

Stack out-of-bounds read/write ☺ ☺

Global out-of-bounds read/write ☺ ☺

Temporal safety

Heap uninitialized use ☺ ☺

Stack uninitialized use ☺ ☺

Heap use after free ☺ ☺

Stack use after free ☺ ☺

Concurrency safety Memory access race condition  ☺

Type confusion

Illegal static down cast ☺ ☺

Union field type confusion ☺ ☺

Arithmetic errors Integer overflow or underflow ☺ 

unsafe





Observations: transition to safer languages





Completeness? Enforceability? Verifiability? Developer friction?

 ☺  ☺

3



Observations: memory tagging



Unforgeable capabilities enable fine-grained memory access control[22]

Completeness? Enforceability? Verifiability? Developer friction?

 ☺  



Observations: CHERI



✔ Hard to do the unsafe thing 
✔ Easy to verify that the safe thing happens
✔ Productivity is maximized 
✔ Inherently viable





transitive





A huge THANK YOU to everyone at Microsoft & across the industry 

who is working to durably improve systems software security
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